**Contextual Data Generator**
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Chapter 1   
Introduction

# Purpose

The purpose of the document is to explain the approach, architecture, features and implementation details of contextual data generation.

# Scope

This document is an architecture document that provides a comprehensive overview of the proposed approach for Contextual Data generation. It presents architectural views to depict different aspects of the system. I also provide quick overview on implementation and feature set available with this.

As data generation is concerned, it focuses first on only one V (variety) as targets to test all data application. You should be able to generate data for all possible applications and in various formats that varies from structured from unstructured data.

In later phases, we will target other V3 like velocity, volume, and veracity.

# Overview

Contextual-Data Generator is to provider user a declarative language to define their data format. It would give user flexibility to define format of data that varies from structured data to unstructured data.

The document covers the following points:

* Architecture Design of Contextual-data generator
* Features of Contextual-Data Generator
* About declarative language for data generation
  + Language constructs
    - Inbuilt Data Types and their syntax
      * Generic Data Types
      * Domain Specific data types
    - Operators
      * Metacharacter
      * Boolean "or"
      * Grouping
      * Quantification
* Examples covering data generation in different format using declarative language.
* Implementation details
* How to use Contextual-Data Generator

# Contextual-Data Generator Features

Contextual-Data generator has following features:

* **Declarative language for data format** 
  + Flexible enough to generate data varies from structured to unstructured. With this you can define format like XML, JSON, CSV, log type data etc.
* **Predefined 30 + inbuilt data types.**
  + Inbuilt data type provides flexibility to generate specific values like mobile number, UUID, IP address, names, country, and city. Etc.
  + You just include data type in input expression. It will generate data embedded with data type value.
  + It has some generic properties that applies to all data types and it also have data type specific properties.
  + Though, parameters come with default value, you can change from default to generate data type value as per your requirement.
* **Wide variety of parameters for each data type to change output data format.**
* **Create your own data type**
  + Though Contextual Data generator provides numerous inbuilt data types for most frequently used values.
* **Inbuilt connector to persisted generated data sources like File, MongoDB, Kafka, Cassandra, MySQL etc.**
  + With inbuilt connectors, data generated with generator will be pushed to source directly. You don’t need to write code for pushing data to any source.
* **Create your own connector to store generated data somewhere else.**
  + We have already in our roadmap to implement connector for some sources like couchDB , Redis, MongoDB etc. we can implement connector for any source by implementing some interface and just specify during data generation, It will generate data for you and persist data as per your connector.
* **Regular Expression based data generation supported.**
  + You wanted a data type value of specific pattern which cannot be generated by existing data type, you can use Regex Based Data type to generate value based on user regular expression.
* **Advanced data generator features**
  + You can specify the percentage of specific values for each data type.
  + Randomly generated values can be constrained to a range of values.
  + Randomly generated values can be constrained to a number of unique values.
* **More Flexibility**
  + Declarative language come with some powerful operators that gives you flexibility to generate data in complicated formats.
    - Boolean operator - also name alternate operation, used provide alternate values at any point of input user expression.
    - Grouping operator - to group of values in single value
    - Quantification operator - to make specific part optional or to generate multiple type
  + Declarative take care of co-relation among different data type used. Will generate data accordingly. Example: if you have used Country and City data type in user expression, values for these data type will be correlated means city value will be based on value random country value generated.
  + **Referencing already defined data type** - you can reference already defined data type by id to generate same value at multiple place in expression.

Chapter 2   
Architecture

# Architecture

Contextual-Data Generator Architecture involves several specialized components that interact with each other to form a highly reliable system. Below is the architecture diagram for the Contextual-Data Generator.

**Language processor** and **data generator** are key processing units and DFA is intermediate data format and
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**Figure 1.1: Architecture of Data Generation proposed approach**

* **Language processor**: will translate input (as per declarative data language) provided by user into **non-deterministic finite automaton** ([NFA](http://en.wikipedia.org/wiki/Nondeterministic_finite_automaton)), which will be then made [deterministic](http://en.wikipedia.org/wiki/Nondeterministic_finite_automaton).
* **Data Generator:** will use Deterministic finite automaton (DFA) to generate synthetic data.

Figure 1.2 show NFA of user activity at Online Shopping System.

![](data:image/png;base64,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)

**Figure 1.2: NFA for User purchase activity at Online Shopping Sytem**

With derived NFA , Following pattern would be generated

**Sanjiv** have logged in to system at time **11.00 AM 21/12/13**

**Sanjiv** puchased **T-Shirt** at time **11.05 AM 21/12/13**

**Sanjiv** puchased **Java Book** at time **11.07 AM 21/12/13**

**Sanjiv** have logged out from system at time **11.10 AM 21/12/13**

**OR**

**Rajiv**  have logged in to system at time **11.00 AM 21/12/13**

**Rajiv** have logged out from system at time **11.02 AM 21/12/13**

# Declarative Data Language

Contextual-Data Generator provides user a declarative data language to define their data format. It would give user flexibility to define format of data that varies from structured data to unstructured data.

Declarative data language consists of Data types and operator symbols that denotes set of strings and operations over these sets, respectively. There can be multiple data language expression that matches a particular set.

In most [formalisms](http://en.wikipedia.org/wiki/Formalism_(mathematics)), if there exists at least one data language expression that matches a particular set then there exists an infinite number of other data language expression that also match it—the specification is not unique.

Most formalisms provide the following operations to construct Declarative Data Language.

* + Inbuilt Data Types and their syntax
  + Language operators
    - Boolean "or"
    - Grouping
    - Quantification
  + Co-relation and referencing among Data Type
* **Inbuilt Data Types and their syntax**

Data Type is a basic building block of Declarative Data Language. Data Type are integral part of Declarative lannguage. Operatiors will be applied to construct various Data formats. And alos you can embed any static data syntax that will remain same with all records generated.

Following table shows proposed list of inbuild data type support in declarative data language

|  |  |  |  |
| --- | --- | --- | --- |
| Blank | Boolean | City | Color |
| Company Name | Country | Credit Card | Credit Card Type |
| Currency | Currency Code | Custom List | Date |
| Domain Name | Email Address | Encrypt | First Name |
| First Name (Female) | First Name (Male) | Formula | Frequency |
| Full Name | Gender | Gender (abbrev) | Given Name |
| GUID | Hex Color | IP Address v4 | IP Address v6 |
| ISBN | Language | Last Name | Latitude |
| Longitude | MAC Address | Money | My List |
| Normal Distribution | Number | Paragraphs | Password |
| Phone | Province | Province (abbrev) | Race |
| Regular Expression | Row Number | Sentences | Sequence |
| Shirt Size | Short Hex Color | SSN | State |
| Street Address | Street Name | Street Number | Street Suffix |
| Suffix | Template | Time | Time Zone |
| Title | Top Level Domain | URL | Username |
| Words | Zip | State (abbrev |  |

*Table 2.1 show proposed list of inbuild data types*

**Note**: User can define their own data in form of **custom list** and **regular expression** data type.

Detail about syntax of each data type supported will be covered in next phase.

**Language operators**

Language provides following set of operator to construct data expression.

* **Boolean "or"**

A vertical **${“type”:”|”}$** separate alternatives.

Example:

**${“name”:”IPV4”}$ ${“type”:”|”}$ ${“name”:”IPV6”}$**

Can match to 192.168.145.93 or FE80:0000:0000:0000:0202:B3FF:FE1E:8329

* **Grouping**

Parentheses **${“type”:”(”}$** and **${“type”:”)”}$** and are used to define the scope and precedence of the [operators](http://en.wikipedia.org/wiki/Operator_(programming)) (among other uses).

* **Quantification**

A quantifier after a data type (such as a character) or group specifies how often that preceding element is allowed to occur. The most common quantifiers are the question mark **${“type”:”?”,”range”:”0-1”}$**, the asterisk **${“type”:”\*”,”range”:”0-5”}$**, (derived from the Kleene star), and the plus sign **${“type”:”+”,”range”:”1-5”}$**,  (Kleene plus).

|  |  |  |
| --- | --- | --- |
| **${“type”:”?”}$** |  | The question mark indicates there is *zero or one* of the preceding element |
| **${“type”:”\*”}$** |  | The asterisk indicates there is *zero or more* of the preceding element. |
| **${“type”:”+”}$** |  | The plus sign indicates there is *one or more* of the preceding element. |

Example:

**${“name”:”IPV4”}$ ${“type”:”(”}$ , ${“name”:”IPV4”}$ ${“type”:”)”}$ ${“type”:”+”}$**

will match to any comma separated list of IPV4 addresses like 192.168.145.1,192.168.145.2,192.168.145.3

**Note**: There are other operators (**Metacharacter,**[*concatenation*](http://en.wikipedia.org/wiki/Concatenation)*,* [*alternation*](http://en.wikipedia.org/wiki/Alternation_(formal_language_theory))*,* [*Kleene star*](http://en.wikipedia.org/wiki/Kleene_star)) that we can take into consideration which would help to construct complicated data language expression.

* **Referencing defined Data Type and Co-relation among Data Type**

**Referencing defined Data Type**

We have a way you can reference by id already defined user data type in input expression and can use them other places in expression to produce same random value.

See the example, below expression have dataType used with id **myName** and later in expression it is referenced.

**${“name”:”NUMBER”,”id”:”myNum”}$ , ${“name”:”BOOLEAN”}$, ${”id”:” myNum”}$**

With given expression, data would be generated like this

**12345,true,12345**

**54675,false,54675**

**Co-relation among Data Type**

There is a way you can define co-relation between among different data type expression by parameter “group”.

See the example below expression made up of two data types COUNTRY and CITY with same group “myG”.

**${“name”:”COUNTRY”,”group”:”myG”}$ , ${“name”:”CITY”,”group”:” myG”}$**

With this, city value will based on random country value generated.

India,Delhi

China, Beijing

# Example

Following table shows few data language expressions and possible generated data.

|  |  |
| --- | --- |
| Language Expression | Generated Data |
| <user>  <name>${“name”:”NAME”}$</name>  <gender>${“name”:”GENDER”}$</gender>  </user> | <user>  <name>Bob Raman</name>  <gender>M</gender>  </user>  <user>  <name>Paul Piaia</name>  <gender>A</gender>  </user> |
| ${“name”:”NAME”}$,${“name”:”MOB”}$,${“name”:”GENDER”}#,${“name”:“ADDRESS”}$ | Bob Raman,9087654325,M,4028 naya bazar delhi  Paul Piaia,9990447339,M,K-24 sectort-11 Noida |
| ${“name”:”NAME”,”id”:”myName”}$ have logged in to system at time ${“name”:”TIME”}$  ${“type”:”(“}$ ${”id”:”myName”}$ purchased ${“name”:”ITEM”}$ at time ${“name”:”TIME”}$ ${“ type”:”)“}$ ${“ type”:”\*“}$  ${”id”:”myName”}$ have logged out from system at time ${“name”:”TIME”}$ | **Sanjiv** have logged in to system at time **11.00 AM 21/12/13**  **Sanjiv** puchased **T-Shirt** at time **11.05 AM 21/12/13**  **Sanjiv** puchased **Java Book** at time **11.07 AM 21/12/13**  **Sanjiv** have logged out from system at time **11.10 AM 21/12/13** |
| ${“ type”:”(“}$ ${“name”:”DATE”}$ ${“name”:”TIME”}$ NAI=${“name”:”DEVICEID”}$@tsp08.sprintpcs.com started session on PDSN=${“name”:”IPV4”}$ at ${“name”:”DATE”}$ ${“name”:”TIME”}$ IP-Type = Mobile; Service-Type = 1xRTT; BSID = 101800000772 and Assigned IP address=${“name”:”IPV4”}$  ${“ type”:”|“}$  ${“name”:”DATE”}$ ${“name”:”TIME”}$ NAI=${“name”:”DEVICEID”}$@tsp08.sprintpcs.com continued session on PDSN=${“name”:”IPV4”}$ for 900 seconds. Data to radio=${“name”:”NUMBER”}$ bytes and data from radio=${“name”:”NUMBER”}$ bytes.  ${“ type”:”|“}$  ${“name”:”DATE”}$ ${“name”:”TIME”}$ NAI=${“name”:”DEVICEID”}$@commandcenter.sprintpcs.com stopped session on PDSN=${“name”:”IPV4”}$ at ${“name”:”DATE”}$ ${“name”:”TIME”}$ after 15 seconds; IP-Type = Mobile; Service-Type = 1xRTT;Data to radio=${“name”:”NUMBER”}$ bytes and data from radio=${“name”:”NUMBER”}$ bytes. | 2012/04/01 00:00:00.772 NAI=**7632813148**@tsp08.sprintpcs.com started session on PDSN=68.28.177.69 at 2012/04/01 00:00:00; IP-Type = Mobile; Service-Type = 1xRTT; BSID = 101800000772 and Assigned IP address=10.151.243.196  2012/04/01 00:00:00.918 NAI=**7632663602**@tsp08.sprintpcs.com continued session on PDSN=68.28.249.85 for 900 seconds.Data to radio=57 bytes and data from radio=13 bytes.  2012/04/01 00:00:00.994 NAI=**7636205247**@tsp08.sprintpcs.com started session on PDSN=68.28.153.69 at 2012/04/01 00:00:00; IP-Type = Mobile; Service-Type = 1xRTT; BSID = 1039000111D1 and Assigned IP address=10.151.200.30  2012/04/01 00:00:00.584 NAI=**7632660437**@tsp08.sprintpcs.com continued session on PDSN=68.28.153.85 for 138600 seconds.Data to radio=30 bytes and data from radio=30 bytes.  2012/04/01 00:00:00.684 NAI=**5338253293**@commandcenter.sprintpcs.com stopped session on PDSN=68.28.57.69 at 2012/04/01 00:00:00 after 15 seconds;IP-Type = Mobile;Service-Type = 1xRTT;Data to radio=**150** bytes and data from radio=**140** bytes. |
| ${“name”:”COMPANY”}$#3,120.00#${“name”:”NUMBER”}$#11,43,210#35,757.89#3,145.00#3,172.95#3,107.75#3,158.90#${“name”:”DATE”}$ | **INFY**#3,120.00#**1.23**#11,43,210#35,757.89#3,145.00#3,172.95#3,107.75#3,158.90#30-May-13  **DLF**#3,120.00#**3.10**#11,43,210#35,757.89#3,145.00#3,172.95#3,107.75#3,158.90#30-May-13  **HINDUNILVR**#3,120.00**#5.56**#11,43,210#35,757.89#3,145.00#3,172.95#3,107.75#3,158.90#30-May-13  **PNB**#3,120.00#**6.89**#11,43,210#35,757.89#3,145.00#3,172.95#3,107.75#3,158.90#30-May-13  **POWERGRID**#3,120.00**#7.89**#11,43,210#35,757.89#3,145.00#3,172.95#3,107.75#3,158.90#30-May-13 |

*Table 2.2: Examples*

You can construct any data language expression based on data type and operators available to generate data in any format.

Chapter 3   
Implementation

# Introduction

Below is architecture of solution, where **Language processor and data generator** are key processing units and DFA is intermediate data format and

Implementation approach is given below:

**Step 1: Convert User expression to NDFA**

Thompson’s Construction Algorithm(**CTA**) have been implemented in java and been used for user expression embedded with data types to NDFA conversion

**Step 2: Convert NDFA to DFA**

Then generated NDFA out of CTA converted into DFA.

**Step 3: Generate random data out of the DFA**

Once we have DFA of user expression embedded with data types, it is used to generated random patterns and data type place holder will be replace by random value of that type.

# Data Type supported.

Table shows some of data types currently supported. Table talks about data Type, syntax, parameter supported, and sample use and sample data generated.

|  |  |  |  |
| --- | --- | --- | --- |
| Data Type | Description - | Syntax - Example | Sample generated data |
| DATE |  | ${  "name":"DATE",  "format":"yyyy-MM-dd HH-mm-ss",  "from" : "21/12/2012" ,  "to" : "21/12/2014"  }$ |  |
| BIGNUMBER |  | ${  "name":"BIGNUMBER",  "size" : "20"  }$ |  |
| ALPHANUMERIC |  | ${  "name":"ALPHANUMERIC",  "size" : "32"  }$ |  |
| BOOLEAN |  | ${  "name":"BOOLEAN",  "abbrev" : "true" ,  "uppar" : "true"  }$ |  |
| COLOR |  | ${"name":"COLOR"}$ |  |
| COMPANY |  | ${"name":"COMPANY"}$ |  |
| COUNTRY |  | ${  "name":"COUNTRY",  "isCapital":"true",  "isCode":"false"  }$ |  |
| CURRENCY |  | ${"name":"CURRENCY"}$ |  |
| CURRENCYCODE |  | ${"name":"CURRENCYCODE"}$ |  |
| FREQUENCY |  | ${"name":"FREQUENCY"}$ |  |
| GENDER |  | ${  "name":"GENDER",  "abbrev" : "true" ,  "uppar" : "true"  }$ |  |
| GUID |  | ${"name":"GUID"}$ |  |
| HEXCOLOR |  | ${"name":"HEXCOLOR"}$ |  |
| DIPV4 |  | ${  "name":"DIPV4",  "format":"251.\*.\*.\*"  }$ |  |
| DIPV6 |  | ${"name":"DIPV6"}$ |  |
| LATITUDE |  | ${  "name":"LATITUDE",  "format":"#.##########"  }$ |  |
| LONGITUDE |  | ${  "name":"LONGITUDE",  "format":"#.##########"  }$ |  |
| MACADDRESS |  | ${  "name":"MACADDRESS",  "seperator":":",  "isCap":"false"  }$ |  |
| ROWNUMBER |  | ${  "name":"ROWNUMBER",  "decimal":"4",  "start" : "1" ,  "end" : "1000"  }$ |  |
| TIME |  | ${"name":"TIME" , "format":"true" , "from" : "10:45 AM" , "to" : "11:45 PM" }$ |  |
| TIMEZONE |  | ${"name":"TIMEZONE"}$ |  |
| TITLE |  | ${"name":"TITLE"}$ |  |
| MONEY |  | ${  "name":"MONEY",  "decimal":"2" ,  "currencySymbol" : "Random",  "start": "1" ,  "end" : "100"  }$ |  |
| REGULAREXPRES |  | ${  "name":"REGULAREXPRESSION",  "regex":"d{2}-d{2,4}"  }$ |  |
| CUSTOMLIST |  | ${"name":"CUSTOMLIST", "values" : "sanjiv|rajiv|nikki"}$ |  |
| TOPDOMAINNAME |  | ${"name":"TOPDOMAINNAME"}$ |  |
| DOMAINNAME |  | ${"name":"DOMAINNAME"}$ |  |
| EMAIL |  | ${"name":"EMAIL"}$ |  |
| URL |  | ${  "name":"URL",  "protocal":"false" ,  "host" : "true" ,  "path" : "true" ,  "queryString" : "false"  }$ |  |

**Table 3.1 Inbuilt data types supported, their parameter and use**

# Data Type proposed.

Following table shows proposed list data types that are not implemented. As these type of data frequently required in applications, will implement and integrate with contextual-data generator on requirement basis.

|  |  |  |  |
| --- | --- | --- | --- |
| Credit Card | City | Credit Card Type | Encrypt |
| First Name | First Name (Female) | First Name (Male) | Formula |
| Frequency | Full Name | Given Name | ISBN |
| Last Name | My List | Normal Distribution | Paragraphs |
| Password | Phone | Province | Province (abbrev) |
| Race | Sentences | Sequence | Shirt Size |
| SSN | State | State (abbrev) | Street Address |
| Street Name | Street Number | Street Suffix | Template |
| Username | Words | Zip |  |

**Table 3.2: proposed list data types that are not implemented.**
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How To Use

Using Contextual Data generator is very simple and straight forward. There are two options available.

* Command line Interface.
* API based Interface.

# Setup.

Copy configuration file from **src/main/resources** to **/var/data-generator/conf**

* Config.properties
* dataTypeClasses.properties
* Messages.properties
* log.properties

Change **src/main/resources/ System.properties** accordingly

messages.file.path=/var/data-generator/conf/Messages.properties

configs.file.path=/var/data-generator/conf/Config.properties

logging.file.path=/var/data-generator/conf/log.properties

datatype.classes.file.path=/var/data-generator/conf/dataTypeClasses.properties

# Command Line Interface.

Moved to directory where ContextualDataGenerator.jar jar.

* For generating data in file, use:

**java -jar ContextualDataGenerator.jar file --numberofrecords 1000 --inputDir /home/sanjivsingh/BDDG/input/ --outputDir /home/sanjivsingh/BDDG/output/  --seperator ""**

First parameter **file** is always type of connector where you want the dump the generated data.

**--numberofrecords <Number of records>**

**--inputDir <input directory where user expression resides>**

**--outputDir** **<output directory where generated file would be created>**

**--seperator <string value to separate records in file, by default new line>**

* For generating data in rabbitMQ queue , use :

**java -jar ContextualDataGenerator.jar rabbitmq --numberofrecords 1000 --inputDir /home/sanjivsingh/BDDG/input/ --host 192.168.145.53  --port 3009 --queue myQueue**

First parameter **rabbitmq** is always type of connector where you want the dump the generated data.

**--numberofrecords <Number of records>**

**--inputDir <input directory where user expression resides>**

**--host <server ip of rabbitmq server>**

**--port <port of rabbitmq server>**

**--queue <queue name>**

# API based Interface.

Following describes how to use Contextual-Data Generator as API.

# Create instance of ContextualDataGenerator class.

String inputDir = "/home/sanjivsingh/BDDG/input/";

// create data generator instance

ContextualDataGenerator bdGenerator = new ContextualDataGenerator(inputDir);

* public **ContextualDataGenerator(String inputDir)**

Constructor which directly instantiates the **ContextualDataGenerator** containing the model contents.

**Parameters:**

**inputDir** - The String parameter is path user input directory where it expects following files.

* + **header** - header content
  + **userInput** - user format of records
  + **footer** - footer content

**header** and **footer** are optional , will be used in case of FileOutput.

# Create instance of GeneratorOutputComponent.

**GeneratorOutputComponent** is an interface which defines contract for output component and Class implementing this interface, will provide implementation of generated records would pushed after generation.

We have currently following implementation.

* + **FileOutputComponent** - Class stores generated records in format for file at disk. It takes parameters
    - **String** **inputDir** : directory path of header and footer files
    - **String** **outputFile** : directory path where generated file will be stored
    - **String** **separator**: any expression will be delimiting records in file , common example is to have separator like Comma “,”or NewLine “\n”.

String inputDir = "/home/sanjivsingh/BDDG/input/";

String outputDir = "/home/sanjivsingh/BDDG/output/";

String seperator = "\n";

GeneratorOutputComponent foc = new FileOutputComponent(inputDir,

outputDir, seperator);

* + **ListOutputComponent** - Class populate in-memory list with randomly generated records that user can use programmatically anywhere for processing / persisting.

GeneratorOutputComponent foc = **new** ListOutputComponent();

* + **RabbitMqOutputComponent** - Class pushes generated records in rabbitMq queue. It takes parameters.
    - **String queueIp** : IP of RabbitMq Server
    - **int port** : port of rabbitMq on which services listening to user connection.
    - **String queueName**: name of the queue in which you want to push generated records.

String queueIp = "192.168.145.53";

**int** port = 3099;

String queueName = "myQueue";

GeneratorOutputComponent foc = **new** RabbitMqOutputComponent(queueIp,

port, queueName);

# Trigger data generation

* + **public void generateData(final int numOfRecords,**

**GeneratorOutputComponent genOutComp)**

Method generates records and store record as per **GeneratorOutputComponent** implementation provided as argument.

**Parameters**:

* + **Int numOfRecords** – Number of records to be generated
  + **GeneratorOutputComponent genOutComp** - instance of class implementing interface GeneratorOutputComponent.

**int** numberOfRecords = 100;

bdGenerator.generateData(numberOfRecords, foc);

**Note**:

* You can have custom implementation by implementing interface GeneratorOutputComponent like for Writing generated data to HDFS , Cassandra or other NoSQL , RDBMS system etc.
* Design is pluggable. You can plugin any GeneratorOutputComponent implementation to alter data generation and to change store anywhere or add few processing login before it will get consumed actually.

# Complete Example

* + - **Generate and store in file**

// create data generator instance

**final** String inputDir = "/home/sanjivsingh/BDDG/input/";

ContextualDataGenerator bdGenerator = **new** ContextualDataGenerator(inputDir);

// create instance of FileOutputComponent

**final** String outputDir = "/home/sanjivsingh/BDDG/output/";

String seperator = "\n";

GeneratorOutputComponent foc = **new** FileOutputComponent(inputDir,

outputDir, seperator);

// generate data and save in file

**int** numberOfRecords = 100;

bdGenerator.generateData(numberOfRecords, foc);

* + - **Populate in-memory list**

// create data generator instance

**final** String inputDir = "/home/sanjivsingh/BDDG/input/";

ContextualDataGenerator bdGenerator = **new** ContextualDataGenerator(inputDir);

// create instance of ListOutputComponent

GeneratorOutputComponent foc = **new** ListOutputComponent();

// generate data and save in file

**int** numberOfRecords = 100;

bdGenerator.generateData(numberOfRecords, foc);

// fetch generated records in-memory and process them

**if** (**null** != foc2.getRecords()) {

System.out.println("Data Generated data :");

**for** (String data : foc2.getRecords()) {

System.out.println(data);

}

}

* + - **Generate and push records into rabbitMQ queue.**

// create data generator instance

String inputDir = "/home/sanjivsingh/BDDG/input/";

ContextualDataGenerator bdGenerator = **new** ContextualDataGenerator(inputDir);

// create instance of RabbitMqOutputComponent

String queueIp = "192.168.145.53";

int port = 3009;

String queueName = "myQueue";

GeneratorOutputComponent foc = new RabbitMqOutputComponent(queueIp,

port, queueName);

// generate data and save in file

**int** numberOfRecords = 100;

bdGenerator.generateData(numberOfRecords, foc);
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What Next

# Road Map

Following features are in pipeline.

* **Implement and integrate following proposed list data type to Data Generator**
  + City
  + Credit Card #
  + Credit Card Type
  + Encrypt
  + First Name
  + First Name (Female)
  + First Name (Male)
  + Formula
  + Frequency
  + Full Name
  + Given Name
  + ISBN
  + Last Name
  + My List
  + Normal Distribution
  + Paragraphs
  + Password
  + Phone
  + Province
  + Province (abbrev)
* **Implement custom plugins for various output component.**
  + Currently we have implemented plugins for RabbitMq and File System. With that generated data can be feeded to rabbitMQ and stored in form of file on disk.
  + We will be implementing plugins for RDBMS system, NoSQL databases (Cassandra, MongoDB etc.) and Queueing system and HDFS etc.
* **Implement GUI based interface.**
  + To be able to design data expression through web-based UI.
  + To be able to preview or validate data sample generated before generating mass data and feeding into some application as input data.
* **Integrating web resources for row data**

Objective of integrating web resources to data generator is to get real data dump and use for data generation.

We already using Lorem Ipsum - <http://www.lipsum.com/> for random words and sentences.

Following are initial list of web resources

* + **Wikipedia** <https://www.wikipedia.org/>
  + **Country wise Geo Info** - http://download.geonames.org/export/zip/
  + <http://earth-info.nga.mil/gns/html/namefiles.htm#I>